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1. Introduction 
The regular practice for verifying automata is to first design an automata, then to give string input for the same and verify the 
automata for verification.  This is done in many small applications such as pattern matching, syntax analysis and software 
verification to some of major integrated applications in field of computers and information technology which has increased the 
need for uniform algorithm based design and verification methods to cope with emerging technical needs such as network 
security, mobile intelligent devices and high performance computing. So, it is very much essential for user to test the automata 
quickly and efficiently. 
However manual input of string by user causes some cases to be neglected and also very tedious for user. The probability of a 
wrong automata being verified is very high in this case, because of some complex cases remaining unnoticed. 
We are therefore, through this paper proposing a concept wherein the user after designing automata does not directly give string as 
an input, instead user will be prompted for the regular expression from which the automata is created for, and all possible strings 
from desired regular expression will be checked on the automata finally verifying to user whether automata is valid or not. 
In the next section, problem definition is explained. Section III describes the existing solution and Section IV explains our 
proposed solution. 
 
2. Problem Definition 
At present the simulator available, it lets the user first design an automata based on the regular expression for a particular 
condition, then various strings are given as input by user and finally the automata is validated based on these strings. 
Under such circumstances there are chances, the user might not be able to cover all the conditions or strings that the automata 
must accept or reject. This is the part of human error. So, it is very much possible that for a complex regular expression, the 
created automata might not be verified properly since not all the strings can be given as an input by user and also it takes time for 
user to enter and verify all the strings, thus making the process is time consuming. 
 
3. Existing Solution 
Currently for a regular expression, user creates automata and continues to give various strings so that all variations for the said 
condition is covered. All the strings are checked one by one and verified with the automata created for a particular regular 
expression finally informing to user if string is accepted or rejected for created automata. 
However the string input given might not be able to cover all condition. Thus this approach of giving manual input is not a 
foolproof method to validate automata. 
 
4. Proposed Solutions 
Instead of giving strings of the required regular expression as input, the regular expression itself is given as input. Based on this 
regular expression, a possible set of strings are generated by the program which is then supplied so as to validate the automata. 
As strings are generated using desired regular expression, chances of missing a particular condition are minimized. Even for very 
complex problem, maximum of the strings will be checked which might be difficult or rather tedious for any particular user to 
check and thus increasing efficiency of the simulator and saving time of the user. 
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Following are steps in which the entire approach should be working: 
 
4.1. Finite Automata 
An automata with a set of states, and its “control” moves from state to state in response to external “inputs” is called a finite 
automaton. 
A finite automaton, FA, provides the simplest model of a computing device. It has a central processor of finite capacity and it is 
based on the concept of state. It can also be given a formal mathematical definition. Finite automata are used for pattern matching 
in text editors, for compiler lexical analysis. 
Another useful notion is the notion of nondeterministic automaton. 
We can prove that deterministic finite automata, DFA, recognize the same class of languages as NDFA, i.e., they are equivalent 
formalisms. 
It is also possible to prove that given a language L there exists a unique (up to isomorphism) minimum finite state automaton that 
accepts it, i.e. an automaton with a minimum set of states. 
The automata in the examples are deterministic, that is, once their state and input are given, their evolution is uniquely 
determined. 
 
4.2. Regular Expression 
Basically, a regular expression is a pattern describing a certain amount of text. Their name comes from the mathematical theory on 
which they are based. But we will not dig into that. You will usually find the name abbreviated to "regex" or "regexp". This 
tutorial uses "regex", because it is easy to pronounce the plural "regexes". 
\b[A-Z0-9._%+-]+@[A-Z0-9.-]+\.[A-Z]{2,4}\b is a more complex pattern. It describes a series of letters, digits, dots, underscores, 
percentage signs and hyphens, followed by an at sign, followed by another series of letters, digits and hyphens, finally followed by 
a single dot and between two and four letters. In other words: this pattern describes an email address. 
With the above regular expression pattern, you can search through a text file to find email addresses, or verify if a given string 
looks like an email address. This uses the term "string" to indicate the text that the regular expression is applied to. The term 
"string" or "character string" is used by programmers to indicate a sequence of characters. In practice, you can use regular 
expressions with whatever data you can access using the application or programming language you are working with. 
 
4.3. Regular Expresion to String Generation 
The following are a few examples of regular expressions and the languages generated using these operators: 

 a+b+c = {a, b, c} 
 abc = {abc} 
 (!+a)bc = {bc, abc} 
 ab* = {a, ab, abb, abbb, ...} 
 (ab)* = (λ, ab, abab, ababab, ...) 
 (a+b)* = (λ, a, b, aa, ab, ba, bb, aaa, ...) 
 a+b* = (a, λ, b, bb, bbb, ...) 
 a+!* = (a, λ) 
 (a+!)* = (λ, a, aa, aaa, aaaa, ...) 
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4.4. Passing Strings Generated to the Automata 
The strings thus generated according to regular expression are passed to the automata and verified with automata, thus covering all 
the cases. 
 
4.5. Algorithm 

 Start 
 Create automata as per condition. 
 Accept Regular Expression in str 
 Convert str in postfix expression, call   infix_to_postfix() 
 Get output strings in s[], call get_strings() 
 Pass strings to Visual Automata Simulator for loop from i=0 to i<s.length() java –jar vas.jar s[i] 
 Stop 

 
4.6. Flow Chart 
 

 
 
4.7. Algorithm for Infix to Postfix 
 Define a stack 
 Go through each character in the string 
 If it is between 0 to 9, append it to output string. 
 If it is left brace push to stack 
 If it is operator *+-/ then 
 If the stack is empty push it to the stack 
 If the stack is not empty then start a loop: 
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 If the top of the stack has higher precedence 
 Then pop and append to output string 
 Else break 
 Push to the stack 
 If it is right brace then 
 While stack not empty and top not equal to left brace 
 Pop from stack and append to output string 
 Finally pop out the left brace. 
 If there is any input in the stack pop and append to the output string. 

 

 
Figure 1: Output of String accepted 

 
5. Results 

 Automata drawn in Simulator 
 Output for getting strings according to Regular Expression 
 C:\user\student\desktop>javac RE.java 
 C:\user\student\desktop>java RE 
 Enter Regular Expression: aa(a+b)*bb + bb(a+b)*aa 
 Basic Strings: aa,bb,aabb,bbaa 
 Accepted Strings: aaabb, bbabb, bbababb, aababababb, bbaabbaa… 
 The String “aabb” getting accepted 

 

 
Figure 2: Automata starting and ending with double letter 

 
6. Constraints 
Limitation for this idea is it cannot give output for automata or regular string which has infinite input strings as computer memory 
cannot store unlimited data. E.g. if we take Language that has condition “ends with a” in {a,b}, then it can produce unlimited 
strings which ends with a i.e. ba,bba,baa,bbababa,babababbbbaaa… 
 
7. Conclusion 
We have been able to achieve a new approach for validation. Thus the human error as a result of manual input and validation is 
minimized.  Looking forward we believe that similar approach can also be used to validate various java, c++ codes. Instead of 
giving manual input we must develop mechanism whereby computer itself covers all instances and validates the code. 
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