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1. Introduction 
The accuracy and quality of a software product depends largely testing i.e how thoroughly it is tested [6]. As the complexity and size 
of software products grow with every passing year, the time and effort required for adequate testing is growing at a very rapid rate. 
Test case design constitutes a large part of testing cost .The testing phase basically testing has to performed in order increase the 
reliability of software product[12]. 
It is generally come to term that manual testing is becoming a congestion and is a frequent cause of project delays especially for large 
programs [7].Therefore, automatic test case design has become important to assure the quality of present day large software products 
and to contain the rapidly growing testing costs. 
Test case generation from code is inefficient, especially for large programs. Some aspects of program behaviour e.g. state behaviour 
are very difficult to test, based on code alone. Also different approach is to generate test cases [23, 12, 9] from UML models 
constructed during the design process in order to perform testing at early level before development part accomplished. By using this 
type of approach it ensures great success rate to testing because it is time saving and speedy. Use of UML models to generate test 
cases holds out several advantages. Test case generation from design help in evaluating the rate of progress is high. 
There are huge numbers of different target languages and purposes. For example, one back-end could generate Java byte code, while 
another could generate C++[4]. Furthermore, even within the same target language, different back-ends can generate different kinds of 
code. For example, one C language back-end might generate a parser optimized for speed, while another might generate code 
optimized for power-efficiency on a mobile device. Even with the same target language, an optimization on one hardware architecture 
may be a upgrade on a different one, suggesting that different code be generated for each architecture [10]. 
Similarly to how different compiler front-ends can generate the same intermediary language from different source languages (like the 
architecture for GCC), we can also front-ends for different schema languages, as shown in Figure 1. Our current work focuses on the 
XML Schema language. 
Each back-end provides a specific set of actions, predicates, and variables that together define an abstract processor. 
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Abstract:  
In software testing, different testings are found. Software Testing using mutants is called as mutation testing. The impact of 
software testing on software maintenance is problematic and is of great weightage. So the need for identification of mutants 
different operator is necessary and this process is called u-java testing. Various techniques are proposed, that are quite efficient 
in providing   and finding mutants in different viewer .The approaches mainly followed for clone detection are comparison based 
on text and token based approach. These techniques take a huge amount of time and the process of comparison is very tedious 
and expensive. Moreover tree based techniques are very complex. The present study addresses a proposed approach which can 
be applied as byte code  to reduce the complexity encountered with the previous techniques .Test sets are designed in order to run 
mutants and  analyse uses byte code to calculate killed mutants. The reason of using byte code is that it is platform independent 
and represents the unified structure of the code. So the proposed approach also detected semantic mutants up to some extent. 
This approach can be used independently and it can be combined with other approaches to detect mutants 
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Figure 1: Our architecture divides the compilation process into a front-end and back-end, with an intermediate representation used  
in between. This allows different front-ends to work with different back-ends. Round shapes represent processes, while rectangular 

shapes represent data [8]. 
 
Software maintenance animation on an average, account for as much as two-thirds of the overall software life cycle development cost. 
Maintenance of a software product is frequently necessitated to fix defects, to add, enhance or adapt existing functionalities, or to port 
it to different environments. 
Whenever an application program is modified for carrying out any maintenance activity and test cases are designed which are highly 
decisionable. 
The execution test set to check that the modified parts of the code work properly. Regression testing (also referred to as program 
revalidation) is carried out to ensure that no new errors (called regression errors) have been introduced into previously validated code 
(i.e., the unmodified parts of the program) [13] and aim to check change in behaviour while executing the program. 
Test case selection - This involves identification of a subset of test cases from the initial test suite T which can effectively test the 
unmodified parts of the program .The aim is to be able to select the subset of test cases from the initial test suite that has the potential 
to detect errors induced on account of the change[2]. 
 

 
Figure 2: Activities that take place during software maintenance and regression testing [12] 

 
The approaches that are most often used in the industry for analyse of appropriate regression test cases are either based on expert 
judgment, or based on some form of manual and automatically program analysis. However, selection of test cases based on expert 
judgment tends to become ineffective and unreliable for large software products. 
Software made with collaboration of number of complex program using predicate, variable   and operator. Some program code written 
such way that it ultimately generate equivalent mutants or non-equivalent mutants. Example: 
Sample Program A 
if(x == 2 && y == 2) 
z = x + y; 
Mutant A’ 
if(x == 2 && y == 2) 
z = x * y; 
The value of Z will be equal to 4; any test set will be unable to determine any faults with this program because the value will always 
be equal to 4. 
The clone technique has been used in order to retrieve the number of different operator. In order to find out clone by comparing 
different program together specially the text in program and evaluation has to made .the basically involve the analysis of code such 
lexical and checking local dependence of code. Various class levels metric on the basis of analysis. Similarly the function level metric 
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calculated are also compared to find the similarity. And after analyzing the results potential clones are detected. And this approach is 
very efficient in providing potential clones [1]. 
 
2. Proposed Work 
A mutation tool that is based on byte code or on nay translation that may result faster than any other manual testing tools. In today 
scenario, Automation testing performs an important role in software industries. Today automation is need of hour. Testing not only 
increased the accuracy of software but also represent support with reliability and the quality of software. Mutant testing works by 
seeding faults in the software program. Various mutation operators are used to create these faulty programs. These programs are called 
mutants. The mutants depict software faults that may be caused by programmers while writing the software. Test cases are then 
executed on these mutants to determine if they have been killed or not. Test sets that kill all the mutants are considered to be good as 
they successfully detect all the possible program faults. Class level and operator level mutation operators are applied to generate a 
large number of mutants and are the most critical factor as the time required for mutation testing is totally dependent on these two 
factors. Equivalent mutation detection technique improves the efficiency of mutation testing and reduces the time required to perform 
it. The program under test is Original program. A mutant operator is rule for changing mutant operator into a create mutants. 
Following are the, methodology steps which are involved during software testing: 
 
2.1. Select a program i.e. source code   and run the program 
 
2.1.1. The source code must save by using .java extension 
 
2.1.2 .Before run the source code files should be compiled in order to remove errors sand .class file easily generated 
 

 
Figure 3: Select .Java File 

 
2.2. After class file has been generated execution, start executing the command in order to perform software testing 
 
2.3. Select the .java source file and run source file in order to retrieve the different operator 
 
2.3.1. The operator like inheritance, encapsulation, java specified operator and other operator also like AOIS, JID, IHD and LIO. 
 

.  
Figure 4: Traditional mutants Generation 
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Figure 5: Generation of Class Mutants 

 
2.4. MUTANTS are generated such as traditional mutants and class mutant Also method are there to imply on the both 
mutants(traditional   and class) 
 
2.4.1. The .java source file has been saved and followed the path /exp/src/.javafile. 
And .class file must have followed the path /exp/classes/.class file. 
 

 
Figurer 6: Resultant Mutant 

 
2.4.2. The mutants have also been stored in /exp/ result /.with object-oriented mutants in class mutants and traditional mutants in a 
separate directory 
 
2.5. Now, Run the mutants from another GUI. 
 
2.5.1 Test set has to design in such way that what input kills it i.e it help in analyse the source code program and finding the live 
mutants. 
 
 

 
Figure 6: Design Test set 

NOTE: test set has to design (not generated). We have to carefully design the test set in order to find out live and killed mutants 
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Figure 8: Run Test Set 

 
While run test set which are manual design in order to run mutant and analyse the behaviour of program. If there is change in 
behaviour of program, some mutants are killed. Mutant killing not show behaviour change but also in analysing the performance of 
program while change in input of program. 
 

 
Figure 9: Executing Mutants 

 
Above mention fig8 identify the mutants report how all mutant executing and checking each operator by using manual design test set.   
One main advantage is that by design test set, we can analysis the executing mutant and check mutants score .equivalent mutant can be 
calculated by subtract killed mutant from total mutant. Live mutants score also can be calculated. 
Mutants testing can play an active role while executing program .net bean and eclipse which are current follow in software industry. 
By using this testing can be easily performed and rapidly results are generated by design various design test. 
 
3. Conclusion 
This paper proposes and outlines approach of performing software  testing using equivalent mutants  has show the performance in 
such way that generation of  mutant  The novel aspect of the algorithm is the exploitation of both textual and dependence information. 
Approach of performing software testing using equivalent mutants has show the performance in such way that generation of mutant 
types and performance. For example, Design the test set of program carefully that the value should kill the mutants and retrieve the 
valid result. By implementing this proposed approach software testing easily and quickly   in order to remove bugs. MUTANTS can 
be used to build the short length programming code. 
 
4. Future Work 
The tool developed works only for the Java language and is easy to use. In the presented a proposed approach is used to perform 
testing lead to the generation mutants   which do work directly on source code and class file. Since the byte code has been taken as 
input to generated mutants in different viewer, so up to some extent it is able to generated mutants. Moreover byte code is platform 
independent which makes this tool more efficient than already existing tools. As an application of abstract parse  tree based approach 
and program dependence graph approach on all code is tedious work so the proposed tool have reduced the work by identifying 
mutants(equivalent or non-equivalent). In future this approach can be integrated with other approaches like abstract parse tree based 
approach and the program dependence graph approach to make this a approach to efficiently find some semantic code for byte code 
those are short in length. With the help of proposed approach, by integrating junit which help generation test set to make these 
techniques could be applied to make it more efficient and cost effective. 
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